# Lab 4 – Discrete probability simulations

In this lab, we are going to simulate experiments and estimate probabilities using the relative frequency approach to probability. That is, we will simulate running an experiment *n* times, and each time we will count the number of “successes” *k*. This will allow us to estimate the probability of obtaining *k* successes.

**To submit: answers to all numbered questions. When the question asks you to write code or create graphs, submit the code and/or graphs in the Word document as part of your answer. Also submit a single .R file that contains all of your code.**

## Experiment 1: flipping a fair coin

Our first experiment will simulate flipping a fair coin once. We can do this in the console using the **sample** function.

Here is what R’s help file tells us about the **sample** function:

**Usage**

sample(x, size, replace = FALSE, prob = NULL)

**Arguments**

|  |  |
| --- | --- |
| x | Either a vector of one or more elements from which to choose, or a positive integer. See ‘Details.’ |
| n | a positive number, the number of items to choose from. See ‘Details.’ |
| size | a non-negative integer giving the number of items to choose. |
| replace | Should sampling be with replacement? |
| prob | A vector of probability weights for obtaining the elements of the vector being sampled. |

The first argument, x, is the sample we’re choosing from. We represent that sample by a collection of numbers. For the coin-flip example, our sample space is {heads, tails}. We can either represent those as the words “heads” and “tails”, or we can represent them with numbers – ie, “heads”=1, “tails”=2. We will try both versions.

The second argument, n, is the items we are selecting. Equivalently, n represents the number of times we are running the experiment. Here, we are flipping the coin once, so n=1.

To simulate the single coin-flip, type the following in the console:

> sample(1:2,1)

This tells R to select 1 item from a list of numbers that goes from 1 to 2.

output will be either

[1] 1

or

[1] 2

indicating a result of heads (1) or tails (2). The [1] that precedes both results indicates that you just made one selection from the list {1,2}, ie, you simulated just [1] coin flip.

1. Try running that command ten times to see the results. When you run it ten times, how many heads do you get? How many tails? Include these ten outputs.

We can also have our program return the actual result “Heads” or “Tails”. This time, instead of the list 1:2, we will use the list **c(“Heads”, “Tails”)**. Now enter the following in the console.

> sample(c("Heads", "Tails"),1)

Now your program will return either

[1] "Tails"

or

[1] "Heads"

# Writing a script in R

# 

# Our coin-flipping experiment was a single line that we could easily enter into the console. However, for more complicated programs, we will want to write scripts.

# Open a new script in R:

# 
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# We will define a function called FlipOnce() to simulate a single coin flip and return either heads or tails. The two parentheses indicate that this function doesn’t take any arguments.

Type the following into the script window:

FlipOnce = function()

{ HeadOrTail<-sample(c(“Heads”, “Tails”), 1)

return(HeadOrTail)

}

Note the syntax: curly braces { } instruct R how to parse your commands. We assign the result of the coin flip to the variable **HeadOrTail**, which R will return to us.
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Now call your command from the console:

> FlipOnce()

As before, your program will return

[1] "Tails"

or

[1] "Heads"

Now we will write a script to flip a coin *n* times and return the results. There are several ways we can do this. One way is to call the **FlipOnce()** function *n* times.

In the same script window, define a new function **CoinResults(n)**. This function will call the **FlipOnce()** function in a loop. Type the following:

CoinResults=function(n)

{coinList<-c(1:n)

{for (i in 1:n)

coinList[i]=FlipOnce()

}

return(coinList)}  
  
Let’s break down this code:

The first line of code defines the function, and allows the user to specify the number *n* of coin flips.

The second line initializes the list of results.

The third through fifth lines simulate *n* coin flips using your **FlipOnce()** function. Note the syntax of the   
**for** loop.

Finally, the last line returns the list of results.

You can insert comments using the **#** sign.

CoinResults=function(n)

{coinList<-c(1:n)

{for (i in 1:n) #create a list of results

coinList[i]=FlipOnce()

}

return(coinList)}

Now save your script again, and call **CoinResults(10)** in the console:

> CoinResults(10)

[1] "Tails" "Tails" "Heads" "Tails" "Heads" "Heads" "Tails"

[8] "Heads" "Heads" "Heads"

This time, the numbers in brackets give the index of the beginning of the list. For instance, the second row begins with the 8th coin flip.

Try running your script with different values of **n**.

For computing probabilities, we are really only interested in the number of coins that came up heads and tails, not the actual list of results. We will create a third script that counts the number of heads out of **n** and returns the probability.

ProbHeads=function(n)

{coinList<-CoinResults(n)

numHeads<-sum(coinList=="Heads")

return(numHeads/n)}  
  
The third line sums up the number of “Heads”. Note the syntax, particularly the double equals sign used in the comparison operator. If you returned the line **CoinList==“Heads”** on its own, and ran the function for n=100, you would get something like this:

[1] TRUE FALSE FALSE TRUE TRUE FALSE TRUE TRUE FALSE

[10] FALSE TRUE TRUE FALSE TRUE TRUE TRUE TRUE TRUE

[19] TRUE TRUE FALSE TRUE FALSE FALSE TRUE FALSE TRUE

[28] FALSE TRUE FALSE TRUE TRUE TRUE FALSE FALSE TRUE

[37] TRUE FALSE FALSE TRUE TRUE TRUE TRUE FALSE FALSE

[46] TRUE FALSE TRUE FALSE FALSE FALSE TRUE TRUE TRUE

[55] FALSE TRUE TRUE TRUE FALSE FALSE FALSE FALSE FALSE

[64] TRUE FALSE FALSE TRUE FALSE FALSE TRUE FALSE TRUE

[73] TRUE TRUE FALSE FALSE TRUE TRUE TRUE FALSE FALSE

[82] FALSE TRUE FALSE TRUE FALSE TRUE TRUE TRUE TRUE

[91] TRUE TRUE TRUE TRUE FALSE FALSE TRUE TRUE FALSE

[100] FALSE

Note that if an entry on your list is “Heads”, the corresponding entry of **CoinList==“Heads”** is TRUE. Otherwise, it’s false. The third line of your **ProbHeads(n)** function counts the number of TRUE entries.

If you run your **ProbHeads** function ten times for for **n**=100, you will get results like this:

> ProbHeads(100)

[1] 0.49

> ProbHeads(100)

[1] 0.57

> ProbHeads(100)

[1] 0.49

> ProbHeads(100)

[1] 0.51

> ProbHeads(100)

[1] 0.54

> ProbHeads(100)

[1] 0.51

> ProbHeads(100)

[1] 0.5

> ProbHeads(100)

[1] 0.45

> ProbHeads(100)

[1] 0.45

> ProbHeads(100)

[1] 0.51

These are around 50%, which is consistent with the true probability of obtaining heads on a fair coin. But some of the results are off by a fair bit – the lowest probability is 45% and the highest is 57%. How do you expect those numbers to change when you run **ProbHeads(1000)**, **ProbHeads(10000)**, or **ProbHeads(10000)**?

We will address that question in a bit. First, though, we will write a simpler function that takes better advantage of R’s built-in commands. For instance, we saw that the **sample** function allows us to sample multiple times, instead of just once. This will spare us the trouble of writing a loop.

For instance, type this line in the console:

> sample(c("Heads", "Tails"), 10, repl=T)

Your results will look something like this:

[1] "Tails" "Heads" "Heads" "Tails" "Heads" "Tails" "Tails"

[8] "Heads" "Heads" "Tails"

1. Now rewrite your **CoinResults(n)** function in the script window without using loops. Use your new **CoinResults**(**n**) function in your **ProbHeads(n)** function. Copy your new **CoinResults(n)** and the output of **ProbHeads(100)** into your Word document.

Note that R only lets you return one result per function. However, if you want to return multiple results, you can get around this restriction by having it return the list c(result1, result2).

1. Write a function called **MaxAndMinHeads(n,m)** that calls your **ProbHeads(n) function m** times, and returns the maximum and minimum probability of obtaining heads. Run your program for the following values of **n** and **m**, and submit your results in the following table (you can copy/paste this table into your Word document and fill it in manually). What do you notice as **m**  and **n** increase?

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| n \ m | 10 | 100 | 1000 | 10000 |
| 10 |  |  |  |  |
| 100 |  |  |  |  |
| 1000 |  |  |  |  |
| 10000 |  |  |  |  |

## Experiment 2: rolling a fair die

In our simulations, we are often interested in returning a table of results of the following form:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Result |  |  |  |  |  |  |
| Frequency of result |  |  |  |  |  |  |

For instance, in the coin flip example for n=100:

|  |  |  |
| --- | --- | --- |
| Result | Heads | Tails |
| Frequency of result | 47 | 53 |

R lets us do this very easily, by just keeping a list of results and letting us convert that list into a table. (We did this in Lab 1, with a dataset.) For example, suppose we roll a 6-sided die 10 times and get the following results: 3,6,3,1,2,6,4,2,1,5. We can store these results in a list and convert them into a table, as follows:

> dieList<-c(3,6,3,1,2,6,4,2,1,5)

> dieTable<-table(dieList)

> dieTable

dieList

1 2 3 4 5 6

2 2 2 1 1 2

This tells us that we have rolled two 1’s, two 2’s, two 3’s, one 4, one 5, and two sixes.

We can then create a bar graph based on this data:

> barplot(dieTable))

![](data:image/png;base64,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)

As always, you can customize your bar graph with labels.

1. Write a function called **RollDie(n)** that simulates rolling a die **n** times, and returns a bar plot like the one above that gives the distribution of outcomes. The title of your bar plot should be “Distribution of outcomes of **n** die rolls”, where **n** is the actual value of **n** you entered. (See the **paste** function for help concatenating strings). Run your function for n=100, 1000, and 10000. Submit all three graphs along with descriptions of their shapes. Are the results as expected?
2. Write a function called **RollSomeDice(n,m)** that simulates rolling **m** dice **n** times, and each time counts the number of 3’s obtained in the **m** dice. Your function should output a table that gives the distribution of the number of 3’s, as well as a bar plot. The title of your bar plot should be “Number of 3’s obtained in rolling m dice”, where m is the actual value of m you entered. Choose your axis labels appropriately.

Run your function for **n=10000** and for the following values of **m**: 1 (ie, roll a single die 10000 times), 2 (roll 2 dice 10000 times), 6, 10, 100. Submit all five graphs, along with detailed descriptions of their shapes. Are your results as expected? Explain in a sentence or two.

## Experiment 3: drawing cards

We modelled coin flips and die rolls as sampling with replacement. That is, we simulated the die-roll experiment by imagining a box that contained the numbers 1, 2, 3, 4, 5, and 6, drawing a number, and then putting it back and drawing again.

Some experiments are best modelled as sampling *without* replacement. Drawing cards is a common example of such an experiment. We may want to know the probability of getting 3 red cards if we draw 5 cards without replacement from a 52-card deck.

As before, we use the **sample** function, but this time we set **replace** to **FALSE**.

1. Write a function **DrawCardsWithReplacement(n,m)** that simulates drawing **m** cards from a 52-card deck **with** replacement, **n** times. For each draw, record the number of red cards. (Think about how you want to model the card colour.) Your program should return an appropriately-labelled bar graph (**m** should be in the title of the graph) that gives the frequency of the number of red cards.  
     
   Run your program for **n=10000** and **m=1, 5, 10, 30, 50.** Save those graphs for now; you will be using them in the next question.
2. Now write a function **DrawCardsWithoutReplacement(n,m)** that simulates drawing **m** cards from a 52-card deck **without** replacement, **n** times. For each draw, record the number of red cards. Your program should return an appropriately-labelled bar graph that gives the frequency of the number of red cards.  
     
   Run your program for **n=10000** and **m=1, 5, 10, 30, 50.** Save those graphs.

Now paste your graphs into the following table, which you can copy/paste into your Word document. Shrink them if necessary to fit them all on one page.

|  |  |  |
| --- | --- | --- |
| m | With replacement | Without replacement |
| 1 |  |  |
| 5 |  |  |
| 10 |  |  |
| 30 |  |  |
| 50 |  |  |

For each m, compare the two types of graphs. What do you notice as **m** increases?What accounts for the differences?